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A Cluster-then-label Approach for Few-shot Learning with

Application to Automatic Image Data Labeling
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and XU CHU, Georgia Institute of Technology, USA

Few-shot learning (FSL) aims at learning to generalize from only a small number of labeled examples for a

given target task. Most current state-of-the-art FSL methods typically have two limitations. First, they usually

require access to a source dataset (in a similar domain) with abundant labeled examples, which may not always

be possible due to privacy concerns and copyright issues. Second, they typically do not offer any estimation

of the generalization error on the target FSL task, because the handful of labeled examples must be used for

training and cannot spare a validation subset. In this article, we propose a cluster-then-label approach to

perform few-shot learning. Our approach does not require access to the labeled source dataset and provides

an estimation of generalization error. We show empirically, on four benchmark datasets, that our approach

provides competitive predictive performance to state-of-the-art FSL approaches and our generalization error

estimation is accurate. Finally, we explore the application of our proposed method to automatic image data

labeling. We compare our method with existing automatic data labeling systems. The end-to-end performance

of our method outperforms the state-of-the-art automatic data labeling system Snuba by 26% and is only 7%

away from the fully supervised upper bound.
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1 INTRODUCTION

Deep learning methods have achieved breakthroughs on tasks with large quantity of labeled train-
ing data. However, in most cases, creating enough labeled data is either extremely expensive or
even not possible, limiting the applicability of deep learning methods. In contrast, humans are able
to learn to generalize a new class from only a few examples on a large variety of tasks. Therefore,
learning to generalize from a few examples, formally known as few-shot learning (FSL), is of
great interest.
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The current state-of-the-art few-shot learning methods include metric learning–based meth-
ods [27, 29], optimization-based methods [8, 17], hallucination-based methods [1, 31], model-based
methods [24], and so on. Though taking different forms, most methods rely on some form of knowl-
edge transfer: First, useful information from a source dataset or task is extracted; second, the ex-
tracted information allows the learning of a target model on the new dataset or task with only a
few labeled examples. We observe two limitations of the current FSL methods.

One limitation of most of these current FSL methods is that they require access to the source
dataset at the first step [14]. Accessing to the source dataset can cause privacy (e.g., raw pictures of
people) and copyright (e.g., movie clips) issues. In addition, access may not even be possible when
the source dataset is not publicly available. In these cases, a common alternative FSL solution is
to fine-tune a pretrained source model, which may not work very well with very limited training
examples and a large number of parameters to tune [8, 14].

Another limitation of the current few-shot learning methods is that they do not provide a nat-
ural way to estimate the generalization error on the target FSL task, though it is often necessary
in practice for users, especially non-experts, to gauge how good the model is going to perform
on unseen data. Since most of the FSL methods have the implicit assumption that the selected
source domain matches that of the target task [3], one method is to estimate using the hold-out
classes in the source dataset. This estimation is not accurate in realistic scenarios with domain
shift between the source and target dataset and is not even possible without access to the source
dataset. In traditional supervised learning settings, the generalization errors are typically estimated
by using a hold-out validation set. In FSL setting, the few limited example may not even be suf-
ficient for model training, let alone spare a validation subset for estimating the generalization
error.

In this article, we propose a novel cluster-then-label approach to perform few-shot learning
that (1) does not need access to the source datasets and (2) is able to provide generalization error
estimation. Without access to the source datasets, we propose to incorporate additional knowledge
into the target FSL task in the form of user-provided featurization functions, which take examples
in the target task and give new feature representations. For example, the user can provide many
featurization functions that use any layers of any pre-trained ML model, or the user can provide
any domain-specific featurization functions.

While featurization functions provide a clean and flexible way to incorporate knowledge from
other pre-trained models and any domain-specific knowledge the user might have, it is not clear
how to leverage them for FSL. In particular, we face two challenges:

(1) Given a featurization function, how to use it to perform labeling with only a few labeled
examples;

(2) How to identify which featurization function is best suitable for the target FSL task.

Our proposed “cluster-then-label” approach addresses the two challenges. Specifically, for a
given featurization function, we first cluster all examples (both labeled and unlabeled) using the
new feature representation. The assumption is that if the given featurization function is suitable
for the target FSL task, then the clustering results would separate the classes well. We then use the
few labeled examples to determine the cluster-to-class mapping, i.e., which class does each cluster
represent. Since the few labeled examples are only used for deciding the mapping and are not used
for learning class boundaries (like current FSL methods do), we can reuse the labeled examples for
generalization error estimation. The most suitable featurization function is the one that provides
the smallest estimated generalization error. Our key technical contributions consist of a maximum
likelihood model for learning the most likely cluster-to-class mapping, as well as a principled way
for estimating the generalization error of our results with confidence levels.
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Since our proposed FSL method is able to incorporate various knowledge (e.g., pre-trained mod-
els and domain expertise) in the form of user-provided featurization functions to generate a large
amount of labeled data, a natural application of our method is automatic data labeling. Therefore,
we build an image data labeling system GOOGLES [5] based on our proposed FSL method with
code open-sourced at github.1

This article is organized as follows: We formally define the problem and give an overview of our
solution in Section 2, we describe the details of the proposed method in Section 3, we discuss the
application of our method to automatic image data labeling in Section 4, we evaluated the proposed
method experimentally in Section 5, we review related work in Section 6, and we conclude in
Section 7.

This article is an extension of the conference paper of GOGGLES [5]. The proposed FSL method
in Section 3 is a novel contribution though it originates from the class inference module in Refer-
ence [5] and most materials on the data labeling application in Section 4 are from Reference [5].

2 THE CLUSTER-THEN-LABEL APPROACH FOR FSL

2.1 Problem Setup

We consider a multi-class few-shot learning setting withK classes, and the kth class hasmk labeled
examples, where mk is too small to perform supervised learning. Therefore, we have a total of
m =

∑K
i=1mi labeled examples, which we call the support set. We also assume access to a large

number n of unlabeled examples. Our goal is to assign a label ŷi for every unlabeled example xi ,
where i ∈ [1,n], and provide an accuracy estimation of the assigned labels.

We also assume that the user (ML engineer) provides a set of featurization functions, where
each featurization function fj : x �→ Rlj maps every example from the raw feature space to a
new lj dimensional feature space for performing clustering. For example, if our input examples
are images, then one example fj can take any image and pass it through a pre-trained VGG-16
model and use logits layers (the last fully connected layer) as a feature representation.

The user can also optionally provide a clustering algorithm, though by default we use a Gauss-
ian Mixture Model (GMM) for clustering.

2.2 Solution Overview

Figure 1 illustrates the overall workflow of our cluster-then-label approach for performing FSL.
Initially, the user is only required to provide one featurization function and a few labeled examples
(the blue boxes in the figure). Our “cluster” step uses the provided featurization function to obtain
features for performing clustering, and our “label” step uses them labeled examples to determine a
cluster-to-label assignment. Our approach is then able to guide the user in providing more labeled
example or selecting a different featurization function until the user is satisfied with the estimated
generalization error. Specifically, our approach works as follow:

Clustering Step: First, we apply the user provided featurization function to all examples, includ-
ing both them labeled examples and n unlabeled examples. We then apply a clustering algorithm
(GMM by default) based on the new features to partition all examples intoK non-overlapping clus-
ters, i.e., each example is assigned to a unique cluster. Our assumption is that if the current featur-
ization function is informative enough of the current classification task, then each cluster should
correspond well enough to one of the K classes. This is in spirit similar to the Cluster Assumption
used in some semi-supervised learning approaches [2, 22]. An illustration of the clustering result
is shown in Figure 2, which shows that this clustering result separates the three classes fairly well.

1https://github.com/chu-data-lab/GOGGLES.
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Fig. 1. A cluster-then-label approach for FSL. Blue denotes user-provided inputs.

Fig. 2. Illustration of clustering result and support set. Dashed line circles are three clusters C1, C2, and C3.

The red cross, green empty dot, and purple solid dot denote the ground-truth class labels for three classes.

The instances circled out by black solid line are in the support set.

Labeling Step: Next, based on a few labeled examples (i.e., the support set, e.g., the instances
circled out by solid line in Figure 2), each cluster is mapped to a class label, and all examples in a
particular cluster are labeled with the class associated with that cluster. We design a probabilistic
model to learn such a mapping. There are two potential scenarios where the labels produced by
our cluster-then-label approach may not be accurate:

ACM Journal of Data and Information Quality, Vol. 14, No. 3, Article 15. Publication date: May 2022.



A Cluster-then-label Approach for Few-shot Learning 15:5

(1) the current clustering results indeed separate all classes well; however, the learned cluster-
to-class mapping is incorrect;

(2) the current clustering results simply cannot separate all classes well. In this case, no cluster-
to-class mapping is ever going to produce accurate labeling decisions.

Q1: Is the Best Mapping Found? To identify the first potential scenario that leads to inaccu-
rate labeling decisions, we provide a quantitative estimate. Specifically, we answer the following
question: What is the probability that the best mapping is found? how many more labeled examples

per class is needed so that the probability of the found mapping being the best mapping can be in-

creased to a certain threshold? The user is then able to examine the answer to this question, and
decides whether the current probability is acceptable or is willing to provide more labeled exam-
ples to obtain a mapping with a higher confidence of being the best mapping given the current
clustering results.

Q2: Is the Labeling Accuracy Acceptable? When the user decides to not get more labels, we
provide a quantitative estimate of the generalization error based on the current clustering results
and the learned cluster-to-class mapping. Specifically, we answer the following questions: What

is the probability that the generalization error of the found mapping is below a certain threshold? If
the user is satisfied with the given answer, then we output the final labels; otherwise, the user is
advised to select a different featurization function, and the entire cluster-then-label approach is
started over.

Example 1. We provide an example to demonstrate the workflow in Figure 1. For example, a
user wants to perform FSL for classification on the Surface dataset where each image has a label of
“good” (smooth) or “bad” (rough) metallic surface (see details in Section 5.1.2). As a initialization
step, the user has to select a featurization function (see the upper blue box in Figure 1) and has
to provide a initial set of labeled examples (see the lower blue box in Figure 1). We assume the
user has initially selected VGG as the featurization function and provided one labeled examples
per class. In addition, the user uses GMM as the clustering method.

Following the workflow in Figure 1, after the cluster and the label step, the system provides
a probabilistic answer to Q1. Specifically, the system will state that the probability that the best
mapping is learned is 0.4, and four additional examples per class are required to obtain a mapping
that has a probability of 0.8 of being the best mapping. Seeing the system’s answer to Q1, the user
thinks it is acceptable and provides four more labeled examples for each class. After additional
labeled examples, the system updates the answer to Q1 stating that the best mapping is learned
with 0.85 probability. Now, the user feels it is good enough and decides not to provide more labels.

Next, the system proceeds to Q2. Given the current clustering results and the current mapping,
the system estimates the probability that the classification accuracy being greater than 0.7 is 0.9.
The user thinks it is good enough and the system output labels for all unlabeled instances using
the class label associated with each cluster.

We will show the details of our probabilistic model for learning the cluster-to-class mapping in
Section 3.1. Based on the mapping model, we show how we address Q1 in Section 3.2 and how to
address Q2 in Section 3.3.

3 SOLUTION DETAILS

3.1 Learning the Cluster-to-class Mapping

Given a clustering result, we need to determine the class label each cluster should be mapped to.
We use the support set to map each cluster to a class. For the labeled examples in the support set,
the information we observed includes their class labels and the cluster that they belong. Intuitively,
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we want to map a cluster to a class if most labeled examples in this cluster are from this class. How-
ever, this simple cluster-to-class mapping strategy may create conflicting assignments, namely,
multiple clusters might be mapped to the same class. For example, cluster C1 and cluster C3 in
Figure 2 will both be mapped to the purple class using this simple strategy. We propose to model
the likelihood of the observed information to infer the one-to-one mapping in a principled way.

We first represent the mapping and the observed information in a compact way. Let Ci denote
the ith cluster and Ti denote the ith class (i = 1, . . . ,K ). A one-to-one mapping д maps each class
to a unique cluster, i.e., Cд (i ) is the corresponding cluster of class Ti . Let D be a K × K matrix
where each element di, j denote the number of labeled instances from classTi that fall into cluster
Cj in the support set. Given a mapping д, we can rearrange the columns in D to obtain a new
matrix D′ so that in D′ the ith row represents the class that is mapped to the cluster that the
ith column represents. The rearrangement make the matrix easier to interpret, as each diagonal
element d ′i,i in D′ denotes the number of labeled instances from class Ti that fall in cluster Cд (i ) .
The rearrangement can also be express in a matrix form by the following:

D′ = DG, (1)

where G is a column-switching transformation matrix that encodes the mapping д. Each element
дi, j in G is

дi, j =
⎧⎪⎨⎪⎩1, if д(i ) = j

0, otherwise
. (2)

Maximum Likelihood Formulation. Matrix D′ essentially encodes the observed informa-
tion in the support set. We now model the likelihood that D′ is generated. There are two factors
affecting the likelihood of an observed D′: (1) How good is the given one-to-one mapping G? and
(2) How well does the current clustering result seperate the classes under a mapping G, i.e., the
unknown classification accuracy α?

Intuitively, when classification accuracy is higher, the numbers in each row of D′ are more
“concentrated” to a particular cell. For example, in the extreme case when classification accuracy
equals one, each row only has one non-zero number. Let α denote the unknown classification
accuracy of the algorithm, which is the probability of each instance being assigned to its true label.
An instance from classTi is correctly labeled when and only when it falls into clusterCд (i ) , so the
probability of each instance falling into the clusterCд (i ) is α . We further assume the probability of

an instance falling into any other clusters is equal, so it is β = (1−α )
K−1 . Under this setting, each row

in D′ follows a multinomial distribution:

P (d ′i,1, . . . ,d
′
i,K ) =

mi !

d ′i,1! . . .d ′
i,K !

αd ′
i,i

∏
1≤j≤K, j�i

βd ′
i, j . (3)

We assume the label assignment for instances from different classes are independent, then the
data likelihood of D’ is

L(G,α ) = P (D’|G,α ) =
K∏

i=1

P (d ′i,1, . . . ,d
′
i,K ). (4)

We have modeled the likelihood of D’ with G and α being the model parameters in Equation (4).
The maximum likelihood estimation of G and α is obtained by

G∗,α∗ = arg max
G,α

L(G,α ). (5)

ACM Journal of Data and Information Quality, Vol. 14, No. 3, Article 15. Publication date: May 2022.
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Substitute Equation (3) into Equation (4),

L(G,α ) = α tr(D’)βm−tr(D’) ×
K∏

i=1

mi !

d ′i,1! . . .d ′
i,K !
. (6)

The sequence product term
∏K

i=1
mi !

d ′
i,1!...d ′

i,K ! is constant with respect to G and α . In addition, we

assume the accuracy is better than random guess, that is α > 1/K , so we have α > (1−α )/(K−1) =
β . In this case, L(G,α ) is a monotonically increasing function with respect to tr(D’). By maximizing
L(G,α ), we obtain G∗ and α∗ as

G∗ = arg max
G

tr(D’) = arg max
G

tr(DG)

α∗ =
tr(DG∗)

m
,

(7)

where tr() denotes the trace of a matrix, i.e., the summation of the elements on the main diagonal
of a matrix. Substitute the form of G from Equation (2) into Equation (7):

G∗ = arg max
G

∑
i, j

di, jдi, j = arg max
G

K∑
i=1

di,д (i ) . (8)

This is essentially the assignment problem, and there are known algorithms [11] that solve it
with a worst case time complexity of O (K3).

As an example, when K = 2, the solution of д to Equation (8) is

д(i ) =
⎧⎪⎨⎪⎩i, if d1,1 + d2,2 ≥ d1,2 + d2,1

1 − i, otherwise
i = 1, 2. (9)

Accordingly, G∗ is

G∗ =
⎧⎪⎨⎪⎩I , if d1,1 + d2,2 ≥ d1,2 + d2,1

1 − I , otherwise
, (10)

where I is the identity matrix.
Modeling the Generalization Error. Given the clustering result and the learned mappingG∗,

we are now ready to estimate the generalization error α of our results. While Equation (7) provides
a point maximum likelihood estimation of α∗ for α , it does not provide a confidence level for the
estimation. We provide an estimation for α along with a confidence level by leveraging its distri-
bution. Specifically, since we use G∗ to assign labels for unlabeled data, the posterior distribution
of α can be obtained by the Bayes rule:

P (α |D′,G∗) = P (α )P (D′ |G∗,α )

P (D′ |G∗)

=
P (α )P (D′|G∗,α )∫ 1

0
P (α )P (D′ |G∗,α )dα

.
(11)

We use a non-informative uniform prior, that is P (α ) = unif(0, 1). The likelihood P (D′|G∗,α )
can be obtained by substituting Equation (8) into Equation (4).

3.2 Q1: Is the Best Mapping Found?

In this section, we estimate the probability that the best mapping is found (which gives the best
classification accuracy) and the number of additional labeled examples needed to find the best
mapping (thus, achieve the best accuracy), so that users can make decision on whether to obtain
more labeled examples or not.

ACM Journal of Data and Information Quality, Vol. 14, No. 3, Article 15. Publication date: May 2022.
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Different cluster-to-class mapping G∗ leads to different prediction accuracy on the unlabeled
data. Given a support set, we would like to provide a lower-bound probability Pl that the estimated
mapping G∗ acquired by Equation (7) is the best. For that, we first give a formal definition of the
best mapping. We define the mapping given by Equation (7) when the support set size is infinite is
the best, because it is expected to give the highest classification accuracy. Let G∗∗ denote the the
optimal mapping, and it can be concretely defined as

G∗∗ = lim
∀i ,mi→+∞

G∗. (12)

In other words, the optimal mapping can be defined as the mapping found when the develop-
ment set size is infinitely large.

The best mapping is found when G∗ = G∗∗. We would like to find a Pl such that:

P (G∗ = G∗∗) > Pl . (13)

Since we can always reorder the clusters to make G∗∗ an identity matrix, without loss of gen-
erality, we assume G∗∗ to be the identity matrix I to simplify notation. A specific case that makes
the G∗ obtained by Equation (7) satisfy G∗ = G∗∗ = I is that

∀i,di,i > max
1≤j≤K, j�i

di, j . (14)

The probability of G∗ = G∗∗ is greater than the probability of a specific case that makes G∗ = G∗∗

hold, as there can be other cases that make it hold. Therefore

P (G∗ = G∗∗) >
K∏

i=1

P

(
di,i > max

1≤j≤K, j�i
di, j

)

=

K∏
i=1

���
∑

di,1, ...,di,K

P
(
di,1, . . . ,di,K

)

s.t. di,i > max
1≤j≤K, j�i

di, j

)

= Pl .

(15)

As in Equation (3), ∀i P (di,1, . . . ,di,K ) follows a multinomial distribution, so the right-hand side
of Equation (15) can be obtained. Thus, given a support set size, and the true accuracyα , we derived
a lower-bound probability Pl that the best mapping is found in Equation (15). As an example, when
Pl = 0.8, it is guaranteed that the probability of the estimated mapping G∗ being the best mapping
is greater than 0.8.

Figure 3 illustrates the lower-bound probability Pl for K = 2 under different classification accu-
racy α . In the figure, we assumed each class has equal number of instances in the support set.

However, computing the lower bound needs the true accuracy α (α is required in Equation (3)),
which is unknown. We use the estimated distribution of α in Equation (11) to obtain the expected
lower-bound probability E(Pl ) as follows:

E(Pl ) =

∫ 1

0

P (α |D′,G∗)Pldα . (16)

Number of more examples to find the best mapping. When the estimated lower-bound
probability Pl is not satisfactory, e.g., Pl = 0.6, the user would like to know how many additional
examples are needed in the support set to obtain a better guarantee, e.g., Pl = 0.8.

Let p0 denote the threshold (e.g., 0.8) that the user would like Pl to surpass. Let m′i denote the
smallest number of instances in the support set for the ith class, 1 ≤ i ≤ K , that makes Pl ≥ p0.

ACM Journal of Data and Information Quality, Vol. 14, No. 3, Article 15. Publication date: May 2022.
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Fig. 3. Lower-bound probability of finding the best mapping when K = 2.

Fig. 4. Number of additional labeled examples required to ensure the probability of finding the best mapping

is greater than 0.8.

{m′1,m′2, . . . ,m′K } can be obtained by

m′1, . . . ,m
′
K = arg min

m1, ...,mK

k∑
i=1

mi , s.t. Pl ≥ p0. (17)

Equation (17) tries to minimize the support set size while ensuring Pl ≥ p0. The number of
additional labeled examples required in the ith class is

Δmi =m
′
i −mi , 1 ≤ i ≤ K . (18)

Note that Pl is a lower-bound probability, so the additional size derived in Equation (18) is an
upper-bound size, in other words, the actual size needed is often smaller. We also note we have
no constraint on the required additional examples and they can simply be a random sample of the
data points in the ith class.

Figure 4 illustrates the number of additional labeled examples needed whenp0 = 0.8 for different
accuracy α and support set sizem.

Again, computing Δmi requires the accuracy α that is unknown. We use the estimated distribu-
tion of α to obtain the expected required size for each class E(Δmi ) as follows:

E(Δmi ) =

∫ 1

0

P (α |D′,G∗)Δmidα . (19)

ACM Journal of Data and Information Quality, Vol. 14, No. 3, Article 15. Publication date: May 2022.
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3.3 Q2: Is the Labeling Accuracy Acceptable?

The probability that the generalization error of the found mapping is below a certain threshold
ϵ equals to the probability that the generalization accuracy is above the threshold 1 − ϵ . Given
the estimated distribution of generalization accuracy α in Equation (11), the probability of the
generalization accuracy being above the threshold 1 − ϵ is

P (α > 1 − ϵ |D′, G∗) =

∫ 1

1−ϵ

P (α |D′,G∗)dα . (20)

The user sets a threshold ϵ and looks at the probability provided by Equation (20) to decide
whether he/she is satisfied. For example, when ϵ = 0.3 and P (α > 1 − ϵ |D′, G∗) = 0.8, i.e., the
probability that the generalization error is below 0.3 is 0.8, the user may be satisfied with the
results.

When the user provided multiple featurization functions, we select the best one automatically
by choose the one that maximizes Equation (20).

4 APPLICATION TO IMAGE DATA LABELING

The application of our FSL method to data labeling is straightforward. After user provides some
featurization functions, our method is able to to generate probabilistic labels for unlabeled data.
These labels can then be used to train downstream ML models. It has been shown that as the
amount of unlabeled data increases, the generalization error of the model trained with probabilistic
labels will decrease at the same asymptotic rate as supervised models do with additional labeled
data [21].

The quality of featurization functions decides the accuracy of labeling. Users can manually write
featurization functions that encode their domain knowledge or directly use any pre-trained models.
In this work, we only consider labeling image data. For image datasets, the pre-trained models are
especially powerful. Typically, a direct invocation of pre-trained image model and using the output
from the last logits layer will give fair good results. To better make use of the pre-trained models,
we propose an Affinity Coding Paradigm that unitizes the knowledge encoded in a pre-trained
model in a more comprehensive way. The Affinity Coding Paradigm also allows users to write
similarity functions as featurization functions. This is especially useful, because often it is more
straightforward to write distance/similarity functions to describe whether two instances belong
to a same class. We build the system GOOGLES [5] that implements the Affinity Coding Paradigm
for featurization (and our FSL method for label generation).

4.1 The Affinity Coding Paradigm

Affinity Matrix Construction. An affinity function takes two instances and output a real value
representing their similarity. Given a library of α affinity functions F = { f0, f1, . . . , fα−1}, a set ofn
unlabeled instances {x0, . . . ,xn−1}, and a smallm labeled examples {(xn ,yn ), . . . , (xn+m−1,yn+m−1)}
as the development set, we construct an affinity matrixA ∈ R(n+m)×α (n+m) that encodes all affinity
scores between all pairs of instances under all affinity functions. Specifically, the ith row of A
corresponds to instance xi and every jth column ofA corresponds to the affinity function fj/(n+m)

and the instance x j%(n+m) , namely, A[i, j] = fj/(n+m) (xi ,x j%(n+m) ).
Once we haveA, we use it as features to infer the class membership for all unlabeled instances

using our FSL method to generate probabilistic labels.

Discussion. The affinity coding paradigm offers a domain-agnostic paradigm for creating good
featurization functions. Our assumption is that, for a new dataset, there exists one or multiple
affinity functions in our library F that can capture some kinds of similarities between instances in
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ALGORITHM 1: Coding multiple affinity functions f0, f1, . . . fα−1 based on the pre-trained VGG
model

Input: Two unlabeled images xi and x j

Output: Affinity scores between xi and x j under f0, f1, . . . fα−1.
1: for all each max-pooling layer L in VGG-16 do

2: For imagex j , extract all of its prototypes ρ j = {v (1,1)
j ,v (1,2)

j , . . . ,vH×W
j } by passing it through

the pre-trained VGG until layer L to obtain a filter map of size C ×H ×W , where C , H and
W are the number of channels, height and width of the filter map, respectively, and each
prototype is vector of length C .

3: Selecting Z most activated prototypes of x j , denoted as {v1
j ,v

2
j , . . . ,v

Z
j }

4: Similarly, for image xi , extract all of its prototypes ρi = {v (1,1)
i ,v (1,2)

i , . . . ,vH×W
i }

5: for all vk
j ∈ {v1

j ,v
2
j , . . . ,v

Z
j }, where z ∈ [1,Z ] do

6: f z
L

(xi ,x j ) ← maxh,w sim(vZ
j ,v

(h,w )
i )

7: end for
8: end for

the same class. We verify that our assumption holds on all four datasets we tested. It is particularly
worth noting that, out of the four datasets, three of them are in completely different domains than
the ImageNet dataset the VGG-16 model is trained on. This suggests that our current F is quite
comprehensive. We acknowledge that there certainly exists potential new labeling tasks that our
current set of affinity functions F would fail.

Our affinity coding paradigm is based on the proposition that examples belonging to the same
class should have certain similarities. For image datasets, this proposition translates to images from

the same class would share certain visually discriminative high-level semantic features. However, it
is nontrivial to design affinity functions that capture these high-level semantic features due to two
challenges: (1) without knowing which classes and labeling task we may have in the future, we
do not even know what those features are, and (2) even assuming we know the particular features
that are useful for a given class, they might be spatially located in different regions of images in
the same class.

To address these challenges, GOGGLES leverages pre-trained convolutional neural networks
(VGG-16 network [25] in our current implementation) to transplant the data representation from
the raw pixel space to semantic space. It has been shown that intermediate layers of a trained
neural network are able to encode different levels of semantic features, such as edges and corners
in initial layers; and textures, objects and complex patterns in final layers [34].

Algorithm 1 gives the overall procedure of leveraging the VGG-16 network for coding multiple
affinity functions. Specifically, to address the issue of not knowing which high-level features might
be needed in the future, we use different layers of the VGG-16 network to capture different high-
level features that might be useful for different future labeling tasks (Line 1). We call each such
high-level feature a prototype (Line 2). As not all prototypes are actually informative features, we
keep the top-Z most “activated” prototypes, which we treat as informative high-level semantic
features (Line 3). For every one of the informative prototype vk

j extracted from an image x j , we

need to design an affinity function that checks whether another image xi has a similar prototype
(Line 5). Since these prototypes might be located in different regions, our affinity function is defined
to be the maximum similarity between all prototypes of xi and vk

j (Line 6).

We discuss prototype extraction and selection in Section 4.2, and the computation of affinity
functions based on prototypes in Section 4.3.
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Fig. 5. Extracting all prototypes in a layer of the VGG-16 network. Each prototype corresponds to a patch in

the input image’s raw pixel space.

4.2 Extracting Prototypes

In this subsection, we discuss (1) how to extract all prototypes from a given image xi using a
particular layer L of the VGG-16 network and (2) how to select top-Z most informative prototypes
amongst all the extracted ones.
Extracting all prototypes. To begin, we pass an image xi through a series of layers until reaching
a max-pooling layer L of a CNN to obtain the Fi = L(xi ), known as a filter map. We choose max-
pooling layers as they condense the previous convolutional operations to provide compact feature
representations. The filter map Fi has dimensions C ×H ×W , whereC , H , andW are the number
of channels, height, and width of the filter map, respectively. Let us also denote indexes over the

height and width dimensions of Fi with h and w , respectively. Each vector v (h,w )
i ∈ RC (spanning

the channel axis) in the filter map Fi can be backtracked to a rectangular patch in the input image

xi , formally known as the receptive field of v (h,w )
i . The location of the corresponding patch of a

vector v (h,w )
i can be determined via gradient computation. Since any change in this patch will

induce a change in the vector v (h,w )
i , we say that v (h,w )

i encodes the semantic concept present in
the patch. Formally, all prototypes we extract for xi are as follows:

ρi =
{
v (1,1)

i ,v (1,2)
i , . . . ,v (H,W )

i

}
.

Example 2. Figure 5 shows the representation of an image patch in semantic space using a
tiger image. An image xi is passed through VGG-16 until a max-pooling layer to obtain the filter
map Fi that has dimensions C × H ×W . In this particular example, the yellow rectangular patch

highlighted in the image is the receptive field of the orange prototype v (h,w )
i , which as we can see,

captures the “tiger’s head” concept.

Selecting top-Z informative prototypes. In an image xi , obviously not every patch and the

corresponding prototype v (h,w )
i is a good signal. In fact, many patches in an image correspond to

background noise that are uninformative for determining its class. Therefore, we need a way to
intelligently select the top-Z most informative semantic prototypes from all the H ×W possible
ones.
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In this regard, we first select top-Z channels that have the highest magnitudes of activation.
Note that each channel is a matrix RH×W , and the activation of a channel is defined to be the
maximum value of its matrix (typically known as the 2D Global Max Pooling operation in CNNs).
We denote the indexes of these top-Z channels as cz , where z ∈ {1, . . . ,Z }. Based on the top-Z
channels, we can thus define the top-Z prototypes as follows:

vz
i = v

(h,w )
i ,where h,w = argmax

h,w

Fi [cz ;h;w]. (21)

The top-Z prototypes we extract for image xi are

ρi =
{
v1

i ,v
2
i , . . . ,v

Z
i

}
.

The pair (h,w ) may not be unique across the channels, yielding the same concept prototypes.

Hence, we drop the duplicate v (h,w )
i ’s and only keep the unique prototypes.

Example 3. We illustrate our approach for selecting top-Z prototypes by an example. Suppose
we would like to select top-2 prototypes in a layer that produces the following filter map of dimen-
sion C × H ×W = 3 × 2 × 2. The three channels are as follows:

C1 =

[
1 0.5

0.3 0.6

]
C2 =

[
0.1 0.7
0.4 0.3

]
C3 =

[
0.2 0.9
0.5 0.1

]
.

First, we sort the three channels by the maximum activation in descent order i.e., the maxi-
mum element in the matrix: C1,C3,C2. Then, we select the first Z = 2 channels: C1,C3. Next, for
each of the selected channels we identify the index of its maximum element on the H and W axis:
(h1,w1) = (0, 0), (h2,w2) = (0, 1). Finally, we obtain the Z = 2 prototypes by stacking the values
over all channels that share the same H and W axis index identified in the last step:
v1 = {C1[h1,w1], C2[h1,w1], C3[h1,w1]} = {1, 0.1, 0.2}, and v2 = {C1[h2,w2], C2[h2,w2],
C3[h2,w2]} = {0.5, 0.7, 0.9}.

4.3 Computing Affinity

Having extracted prototypes for each image, we are ready to define affinity functions and compute
affinity scores for a pair of images (xi ,x j ). Affinity functions are supposed to capture various types
of similarity between a pair of images. Intuitively, two images are similar if they share some high-
level semantic concepts that are captured by our extracted prototypes. Based on this observation,
we define multiple affinity functions, each corresponding to a particular type of semantic concept
(prototype). Therefore, the number of affinity functions we can define is equal to the number
of max-pooling layers (5) of the VGG-16 network multiplied by the number of top-Z prototypes
extracted per layer.

Let us consider a particular prototype vz
j , that is, the zth most informative prototype of x j ex-

tracted from layer L, we define an affinity function as follows:

f z
L (xi ,x j ) = max

h,w
sim

(
vz

j ,v
(h,w )
i

)
. (22)

As we can see, we calculate the similarity between a prototype vz
j of x j and the vector

v (h,w )
i ∀(h,w ) ∈ {(1, 1), . . . , (H ,W )} contained in Fi = f (xi ) using a similarity function sim(·),

and pick the highest value as the affinity score. In other words, our approach tries to find the
“most similar patch” in each image xi with respect to a given patch corresponding to one of the
top-Z prototypes of image x j . We use the cosine similarity metric as the similarity function sim(·)

ACM Journal of Data and Information Quality, Vol. 14, No. 3, Article 15. Publication date: May 2022.



15:14 R. Wu et al.

Fig. 6. An affinity matrix visualized as a heatmap.

defined over two vectors a and b as follows:

sim(a,b) =
aTb

‖a‖2‖b‖2
. (23)

Example 4. Figure 6 shows an example affinity matrix A for the CUB dataset we use in the
experiments. It only shows three of the 50 affinity functions. The rows and columns are sorted by
class only for visual intuition. As we can see, some affinity functions are more informative than
others in this labeling task.

We use all five max-pooling layers from the VGG-16. For each max-pooling layer, we use the
top-10 prototypes, which we empirically find to be sufficient. Note that while we choose VGG-
16 to define affinity functions in the current GOGGLES implementation, GOGGLES can be easily
extended to use any other representation learning techniques.

In summary, our approach automatically identifies semantically meaningful prototypes from
the dataset, and leverages these prototypes for defining affinity functions to produce an affinity
matrix.
Noisy featurization/affinity functions. A good set of featurization functions is the foundation
of good labeling accuracy of our system. It is natural that some featurization functions (or equiva-
lently the affinity functions constructed upon them) can be noisy as it is possible that not all featur-
ization/affinity functions are relevant to the task at hand. If the number of noisy functions is small,
then some clustering methods like GMM naturally handle feature selection as the components will
not be well separated by noisy functions and will be well separated by “good” functions. However,
under such high dimensionality, there could exist too many noisy features that could form false
correlations among them and eventually undermine the accuracy of the clustering methods and
affect the learned cluster-to-class mapping and eventually decreases the accuracy of the generated
labels. The current set of chosen featurization/affinity functions are empirically shown to be quite
robust for various image labeling tasks as shown in the experiments.

Discussion: Extension to different modalities. While we currently indeed only focus on im-
age data labeling, our approach can in principle be applied to other data modalities. Our current
design of affinity functions is based on VGG-16 that is specific to image data. Extending to a dif-
ferent modality requires a different design of the affinity functions. For example for text data, one
may design the affinity functions based on pre-trained language models (e.g., BERT [6]) or based
on classic string similarity functions (e.g., Edit distance).

5 EXPERIMENTS

We conduct extensive experiments to evaluate the proposed method. Specifically, we focus on the
following three questions:
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(1) How good is the classification accuracy of the proposed method compared with the existing
FSL methods?

(2) How accurate is the estimated generalization error compared with other ways of estimation?
(3) How good is the end-to-end performance of our proposed data labeling method GOGGLES

compared with other data labeling systems?

The experiment section is organized as follows: In Section 5.1, we discuss the overall setup (e.g.,
datasets used) for the experiments; In Section 5.2, we evaluate the accuracy of FSL methods; In
Section 5.3, we evaluate the accuracy of generalization error estimation. In Section 5.4, we evaluate
the performance of GOGGLES compared with state-of-the-art data labeling systems.

5.1 Setup

We only consider image datasets in this work. All our experiments were performed on a machine
with a 2.20-GHz Intel Xeon Gold 5120 CPU, 8 ×GeForce RTX 2080 GPU, and with 96 GB 2666 MHz
RAM. The reported results are the averaged result of 10 runs.

5.1.1 Featurization Functions. We use one general featurization function to show our approach
would work in a general task. Furthermore, to demonstrate our approach is able to incorporate
user-provided information, we additionally select two domain-specific featurization functions to
simulate the input of an user with domain knowledge.

For the general purpose featurization function, we use a pretrained VGG-16 network [26] that
was trained on ImageNet [23]. For the evaluation of FSL in Sections 5.2 and 5.3, we use the last
logits layer from the trained VGG-16 model, which is the output of the last fully connected layer,
before it is fed to the softmax operation. This is for a pair comparison, since most FSL methods
only use the output of last layer for prediction. For the evaluation of data labeling, we additionally
use the featurization method (affinity coding) proposed in Section 4.

We use the color histogram (CH) and histogram of oriented gradients (HOG) as exemplar
user-provided featurization functions that encode domain-specific knowledge. Color histogram
represents the frequency of various color values in the image, so it is useful when the color is dif-
ferent in different classes. The HOG descriptor [4] represents an image by counting the number of
occurrences of gradient orientation in localized portions of the image. Therefore, HOG is powerful
only when the gradient orientation is significantly different in different classes.

5.1.2 Datasets. We are primarily concerned with realistic cross-domain FSL scenarios. Since
our featurization function VGG-16 was trained on ImageNet, we select datasets that have little
or no overlap with classes of images from the ImageNet dataset. We perform experiments on the
following datasets, which are roughly ordered by domain overlap with ImageNet:

• CUB: The Caltech-UCSD Birds-200-2011 dataset [30] comprises of 11,788 images of 200 bird
species. The dataset also provides 312 binary image-level attribute annotations that help
explain the visual characteristics of the bird in the image, e.g., white head, grey wing, and so
on. We use this metadata information for designing binary labeling functions that are used by
a data programming system. To evaluate the task of generating binary labels, we randomly
sample 10 class-pairs from the 200 classes in the dataset and report the average performance
across these 10 pairs for each experiment. These sampled class-pairs are not present in the
ImageNet dataset. However, since ImageNet and CUB contain common images of other bird
species, this dataset may have a higher degree of domain overlap with the images that VGG-
16 was trained on.
• Surface: The surface finish dataset [16] contains 1280 images of industrial metallic parts

that are classified as having “good” (smooth) or “bad” (rough) metallic surface finish. This is
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a more challenging dataset, since the metallic components look very similar to the untrained
eye, and has minimal degree of domain overlap with ImageNet.
• TB-Xray: The Shenzhen Hospital X-ray set [10] has 662 images belonging to 2 classes, nor-

mal lung X-ray and abnormal X-ray showing various manifestations of tuberculosis. These
images are of the medical imaging domain and have absolutely no domain overlap with
ImageNet.
• PN-Xray: The pneumonia chest X-ray dataset [12] consists of 5,856 chest X-ray images

classified by trained radiologists as being normal or showing different types of pneumonia.
These images are also of the medical imaging domain and have no domain overlap with
ImageNet.

Development Set. As in typical FSL work, we assume a small development set with ground-
truth labels is available. This is also the same assumption in the data labeling system Snuba [28].
By default, we use only five label annotations arbitrarily chosen from each class for this. Hence,
for the task with binary labels, we use a development set having a size of 10 images for all the
experiments. We report the performance on the remaining images from each dataset.

5.2 Evaluating Classification Accuracy

Since we assume no access to any source dataset, the only eligible few-shot learning method is fine-
tuning on pretrained networks. Though fine-tuning is a relatively simple practice, a recent survey
reveals that it actually has comparable performance to other state-of-the-art few-shot learning
algorithms in a realistic cross-domain evaluation setting [3]. Apart from fine-tuning, we also would
like to compare with an empirical upper bound that shows the best possible results. The evaluated
methods are as follows:

Fine-tuning: We implement fine-tuning referring to a recent work [3] that achieves state-of-
the-art performance in realistic cross-domain scenarios. Specifically, we fix the all other layers and
use the support set to fine-tune the final fully connected classifier in the VGG-16. We also modify
the last fully connected layer of the architecture to our corresponding number of classes. We use
a Adam optimizer with a learning rate of 10−3 as in Reference [3].

Empirical upper bound: The bound is obtained via a typical supervised transfer learning ap-
proach. Specifically, we split the dataset to training, validation and testing set by 60%, 20% and
20%. We freeze the convolutional layers of the VGG-16 model and only update the weights of the
fully connected layers in the VGG-16 architecture while training. We also modify the last fully
connected “logits” layer of the architecture to our corresponding number of classes.

Our “cluster-then-label” method: Our approach is designed to interact with users to decide
the size of support set and featurization function to use. For a fair comparison with the other
baseline methods, we fix the size of support set, i.e., skip Q1 in Figure 1. As for featurization
functions, we select the one that gives the best generalization accuracy. Specifically, we select the
one with higher probability that the generalization accuracy is above 0.5 by Equation (20).

Table 1 shows the classification accuracy for all methods. We can make the following
observations:

• The proposed method obtained better accuracy than fine-tuning in all datasets. On average,
the proposed method shows an improvement of 9%, which is significant considering the
upper bound is only 17% better than fine-tuning.
• The proposed method is able to select the best featurization function automatically on all

datasets relying on the proposed generalization accuracy estimation.
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Table 1. Classification Accuracy for All Methods

Dataset
Our “cluster-then-label” method

Fine-tuning Upper bound
Auto selected CH HOG VGG

CUB 0.964 0.545 0.629 0.964 0.847 0.984
Surface 0.858 0.495 0.858 0.541 0.760 0.920
TB-Xray 0.691 0.621 0.691 0.672 0.664 0.821
PN-Xray 0.712 0.705 0.531 0.712 0.683 0.742

Average 0.806 0.592 0.678 0.722 0.739 0.867

Gray denote empirical upper bound of a supervised method.

• In three of four datasets, the proposed method with VGG as featurization function works
better than fine-tuning VGG. This is primarily due to that the proposed method also incor-
porates the information in the unlabeled examples by clustering.
• HOG is much better than the general purpose VGG as well as fine-tuning on Surface. This

is because the “good” class and “bad” class images in surface are different in their texture,
which is captured by gradient orientation in HOG. This demonstrates that our system is able
to incorporate user-provided knowledge.

5.3 Evaluating Generalization Error Estimation

We also compare the generalization error estimation of the proposed method and the fine-tuning
method using several settings:

• Fine-tuning with generalization error estimation using the support set. We use the support
set to fine-tuning VGG-16 and obtained the classification error of the fine-tuned model on
the support set as the generalization error estimation.
• Fine-tuning with generalization error estimation using train-valid split. We split the support

set to training set and validation set by 50-50, resulting in five labeled examples in the train-
ing set and five labeled examples in the validation set. We fine-tuning VGG-16 on the training
set and obtain the classification error on the validation set as the generalization error estima-
tion. The train-valid split for fine-tuning results in an increase the true generalization error.
We also obtain the error increase using a hold-out test set.
• Our “cluster-then-label” method with generalization error estimation directly using the sup-

port set. We use the support set to learn the cluster-to-class mapping and assign labels to
the support set. We use the classification error on the support set as a point estimation of
generalization error.
• Our “cluster-then-label” method with generalization error estimation by Equation (11). Our

proposed method provides a distribution estimation in stead of a point estimation. For a
fair comparison to other methods, we obtain an expected value of the distribution in Equa-
tion (11) as a point estimation to compare with others.

Note that the true generalization error for all evaluated methods can be different. We use a hold
out test test to calculate the true generalization error ϵ∗ for all methods. To compare the accuracy
of all the estimates, we obtain the absolute difference Δϵ between the estimated error ϵ̂ and the
true error ϵ∗, i.e., Δϵ = |ϵ̂ − ϵ∗ |.

Table 2 shows the generalization error estimation results for all methods. We can make the
following observations:

• The proposed method gives better generalization error estimation than fine-tuning on all
datasets. On average, the proposed method is 34% better than fine-tuning.
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Table 2. Generalization Error Difference (|Estimated Generalization Error−True

Generalization Error on Hold-Out Set|)

Dataset
Our “cluster-then-label” method Fine-tuning
distribution support set eval train-valid-set split support set eval

CUB 0.064 0.043 0.154 (0.137) 0.153
Surface 0.058 0.075 0.086 (0.051) 0.240
TB-Xray 0.141 0.185 0.284 (0.163) 0.336
PN-Xray 0.123 0.163 0.185 (0.175) 0.337

Average 0.096 0.116 0.176 (0.132) 0.267

Gray numbers in the “train-valid-set split” column denote the test error increase when spliting the support

set to training and validation set for generalization error estimation. Bold numbers show the best results

for each dataset

• For fine-tuning, spliting the dataset into training set and validation set gives better gener-
alization error estimation than naively using the support set. However, this causes the true
generalization error increase significantly due to fewer data used for training. The true gen-
eralization error increased by 50% on average.
• For the proposed method, directly using the support set already gives decent estimation,

because the support set is only used to determine the mapping. The derived distribution
in Equation (11) is able to give better generalization error estimation on average. This is
because figuring out the mapping is also fitting, so naively using the support set on average
underestimates the generalization error and overestimates the generalization accuracy. By
introducing a uniform prior in Equation (11), we are able to calibrate the overestimated
generalization accuracy and give a better estimate on average.

5.4 Evaluating Data Labeling Performance

We compare our automatic data labeling system GOGGLES with existing systems: Snorkel [20]
and Snuba [28].

Snorkel is the first system that implements the data programming paradigm [21]. Snorkel re-
quires humans to design several labeling functions that output a noisy label (or abstain) for each
instance in the dataset. Snorkel then models the high-level interdependencies between the possi-
bly conflicting labeling functions to produce probabilistic labels, which are then used to train an
end model. For image datasets, these labeling functions typically work on metadata or extraneous
annotations rather than image-based features, since it is very hard to hand design functions based
on these features.

Since CUB is the only dataset having such metadata available, we report the mean performance
of Snorkel on the 10 class-pairs sampled from the dataset by using the attribute annotations as
labeling functions. More specifically, we combine CUB’s image-level attribute annotations (which
describe visual characteristics present in an image, such as white head, grey wing, etc.) with the
class-level attribute information provided (e.g., class A has white head, class B has grey wing, etc.)
to design labeling functions. Hence, each attribute annotation in the union of the class-specific
attributes acts as a labeling function that outputs a binary label corresponding to the class that the
attribute belongs to. If an attribute belongs to both classes from the class-pair, then the labeling
function abstains. We used the open-source implementation provided by the authors with our
labeling functions for generating the probabilistic labels for the CUB dataset.

Snuba extends Snorkel by further reducing human efforts in writing labeling functions. However,
Snuba requires users to provide per-instance primitives for a dataset, and the system automatically
generates a set of labeling functions using a labeled small development set.
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Table 3. Evaluation of GOGGLES Labeling Accuracy on Training Set

Dataset
GOGGLES Data Programming

with affinity without affinity Snorkel Snuba
CUB 0.978 0.964 0.892 0.588
Surface 0.892 0.858 — 0.579
TB-Xray 0.769 0.691 — 0.595
PN-Xray 0.744 0.712 — 0.555
Average 0.846 0.806 — 0.579

“With affinity” denotes using the affinity functions proposed in Section 4 and

“without affinity” means only using the last logits layer from the pre-trained

model. The “—” symbol represents cases where evaluation was not possible.

GOGGLES shows on average an improvement of 0.26 over the state-of-the-art

data programming system Snuba.

Since all datasets do not come with user-provided primitives, to ensure a fair comparison with
Snuba, we consulted with Snuba’s authors multiple times. They suggested that we use a rich feature
representation extracted from images as their primitives, which would allow Snuba to learn label-
ing functions. As such, we use the logits layer of the pre-trained VGG-16 model for this purpose, as
it has been well documented in the domain of computer vision that such feature representations
encode meaningful higher order semantics for images [7, 18]. For the VGG-16 model trained on
ImageNet, this yields us feature vectors having 1000 dimensions for each image. To obtain densely
rich primitives that are more tractable for Snuba, we project the logits output onto a feature space
of the top-10 principal components of the entire data determined using principal component anal-
ysis [32]. We use these projected features having 10 dimensions as primitives for Snuba. Empirical
testing revealed that providing more components does not change the results significantly. We
also use the same development set size for Snuba and GOGGLES. We used the open-source imple-
mentation provided by the authors for learning labeling functions with automatically extracted
primitives and for generating the final probabilistic labels.

5.4.1 Running Time and Human Effort. Our system includes four steps as shown in Figure 1:
cluster, label, answering Q1, and answering Q2. The label step can be done in a few minutes and
generating estimates for Q1 and Q2 can be done within tens of seconds. The running time is domi-
nated by the cluster step that is dependent on the chosen clustering method. In our experiment, the
running time of cluster with GMM ranges from 5 minutes to 10 minutes on the four tested datasets.

The human effort is the cost to provide the labeled development set that contains five labeled
examples per class. For example on the Surface dataset that has two classes, the human effort is
the cost to label 10 examples, which takes about 1 minute.

5.4.2 Labeling Accuracy. Table 3 shows the labeling accuracy for GOGGLES, Snorkel, Snuba,
and a supervised approach that serves as an upper-bound reference for comparison. (1) GOGGLES
achieves labeling accuracies ranging from a minimum of 0.74 to a maximum of 0.98. GOGGLES
shows an average of 0.26 improvement over the state-of-the-art data programming system Snuba.
(2) To ensure a fair comparison, we consulted with authors of Snuba and took their suggested
approach of automatically extracting the required primitives. As we can see, the performances of
Snuba on all datasets are just slightly better than random guessing. This is primarily because Snuba
is really designed to operate on human annotated primitives. Furthermore, Snuba’s performance
degrades if the size of the development set is not sufficiently high. Our experiments showed that,
indeed, if we increase the development set size for Snuba from 10 to 100 (10× increase) for the
PN-Xray dataset, then the performance jumps from 0.55 to 0.67. In comparison, GOGGLES still
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Table 4. Comparison of End Model Accuracy on Held-out Test Set

Dataset Fine-tuning Snorkel Snuba GOGGLES
Upper
bound

CUB 0.847 0.879 0.563 0.953 0.984
Surface 0.760 — 0.517 0.833 0.920
TB-Xray 0.664 — 0.627 0.709 0.821
PN-Xray 0.683 — 0.622 0.691 0.742
Average 0.738 — 0.582 0.797 0.867

GOGGLES uses only five labeled instances per class but is only 7% away from the

supervised upper bound (in gray) that uses the ground-truth labels of the training set.

performs better with a development set size of only 10 images. (3) We can only use Snorkel on
CUB, as CUB is the only dataset that comes with annotations that we can leverage as labeling
functions. These labeling functions may be considered perfect in terms of coverage and accuracy,
since they are essentially human annotations. GOGGLES uses minimal human supervision and
still outperforms Snorkel on CUB.

5.4.3 End-to-end Performance. We also use the probabilistic labels generated by Snorkel, Snuba
and GOGGLES to train downstream discriminative models following the similar approach taken in
References [20, 28]. Specifically, we use the VGG-16 as the downstream ML model architecture, and
tune the weights of the last fully connected layers using cross-entropy loss. For training the FSL
model, we use the same development set used by Snuba and GOGGLES for labeling. For training
the upper-bound model, we use the entire training set labels. The performance of each approach
on hold-out test sets is reported in Table 4.

First, GOGGLES outperforms Snuba by an average of 0.21, a similar number to the labeling
performance improvement of 0.26 GOGGLES has over Snuba (cf. Table 3), and the end model
performance of Snuba is worse than FSL. This is because the labels generated by Snuba are only
slightly better than random guessing, and having many extremely noisy labels can be more harmful
than having fewer labels in training an end model. Second, GOGGLES outperforms the fine-tuned
state-of-the-art FSL method by an average of 6%, which is significant considering GOGGLES is only
7% away from the upper bound. Third, not surprisingly, the more accurate the generated labels are,
the more performance gain GOGGLES has over FSL (e.g., the improvements are more significant
on CUB and Surface, which have higher labeling accuracies compared with other datasets).

This experiment demonstrates the advantage GOGGLES has over FSL and data programming
systems—GOGGLES has the exact same inputs compared with FSL (both only have access to the
pre-trained VGG-16 and the development set), and does not require dataset-specific labeling func-
tions needed by data programming systems.

5.4.4 Varying Number of Affinity Functions. To study the impact of the quality of the given set
of affinity functions on the labeling accuracy, we simulate quality change by varying the number of
affinity functions used. When less affinity functions are given, less usefully information is provided,
in other words, the quality of the set of given labeling functions is low. The results are shown in
Figure 7. Accuracy increases as the number of affinity functions increases for all datasets. This is
understandable as more affinity functions brings more information that the inference module can
exploit.

6 RELATED WORK

Our work relates to few-shot learning, semi-supervised learning, and data programming.
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Fig. 7. Accuracy w.r.t. varying number of affinity functions.

There are many lines of methods on few-shot learning, include metric learning–based meth-
ods [15, 27, 29, 33], optimization-based methods [8, 17], hallucination-based methods [1, 31], model-
based methods [24]. Most of them follow the meta-learning paradigm that extracts transferable
knowledge from source datasets or tasks at meta-training phase to improve the generalization on
new tasks at meta-testing phase. Two major differences of our approach are that we rely on the
proposed generalization error estimation to select the best transferable knowledge (pre-trained
models or domain-specific featurization functions) for new tasks and we don’t require access to
source datasets.

Our method also exploit the structure of the unlabeled data as in semi-supervised learning. The
cluster-then-label procedure was originally proposed in semi-supervised learning [35] and it has
been applied to varies fields [9, 13, 19]. Different from existing cluster-then-label semi-supervised
methods, our approach utilizes transferable knowledge from source datasets. Most importantly,
our approach provides an estimation of generalization error that no previous cluster-then-label
semi-supervised learning approaches do.

Data programming [21] and Snuba [28] and Snorkel [20] systems that implement the paradigm
were recently proposed in the data management community. Data programming focuses on re-
ducing the human effort in training data labeling and is the most relevant work to ours. Data
programming ingests domain knowledge in the form of labeling functions. Each labeling function
takes an unlabeled instance as input and outputs a label with better-than-random accuracy (or ab-
stain). However, using data programming for image labeling tasks is particularly challenging, as it
requires images to have associated metadata (e.g., text annotations or primitives), and a different
set of labeling functions is required for every new dataset. In contrast, our proposed method (affin-
ity function for featurization and cluster-then-label for class inference) offers a domain-agnostic
and automated approach for image labeling.

Since this work is an extension of the conference paper [5], we highlight the difference to the
conference version as follows:

(1) In contrast to the heuristic objective in the conference paper (Equation (12) in Reference [5]),
a more principled MLE formulation of the cluster-then-label approach is proposed.

(2) The proposed method in Section 3.1 is able to provide an estimate of generalization error,
which has not been done before by any existing FSL methods as far as we know.

(3) The ability to estimate generalization error enables the possibility of providing feedback to
users to involve humans in the loop, a core feature of this journal version. Specifically, the
system estimates Q1 and Q2 to provide guidance for the user to choose the featurization
function and to provide more labels.

7 CONCLUSION

We introduced a cluster-then-label approach for few-shot learning. Our approach has two major
benefits: it does not require access to the source dataset and it provides generalization error
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estimation. In a realistic cross-domain setting on four datasets, we demonstrated experimentally
that the proposed approach achieves better predictive performance than and provides more
accurate generalization error estimation than existing methods.

We also explored the application of our proposed few-shot learning method to image data la-
beling. In addition, we propose the affinity coding paradigm for better featurization for image
data labeling. We build the GOGGLES system that implements our few-shot learning method and
affinity coding paradigm for labeling image datasets. GOGGLES is able to label images with high
accuracy, requiring only a very small development set, which is economical to obtain.
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